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Abstract: Static taint analysis uses data flow information to track potentially distrusted and tainted
data values. This technique plays a vital part during security review processes aimed at mitigating
security vulnerabilities of web-based applications.

This document is intended to describe theoretical foundations as well as the construction of such taint
analyser based on the NET Framework and the analysis services provided by the Roslyn compiler.
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INTRODUCTION

Static code analysis examines properties of computer software based on its source code without
actually executing it. This sort of analysis can be applied in many areas including compiler opti-
mizations, bug hunting, and security reviews [1]. In the area of security, automated static analysis
can be more effective in detecting security defects than manual code review which is a costly and
eITOr-prone process.

MOTIVATION

Taint code analysis can be seen as an important factor in detecting security vulnerabilities in modern
web-based applications [2]. This sort of analysis can be successfully applied on data flow security
risks based on invalid data injection. Examples of these are SQL injection and Cross-site scripting
which are prevalent attacks on software systems and can pose significant threats [3].

A taint analyser can be viewed as a tool suitable at detecting such risks. The analyser checks all
possible data flow paths in program executions marking those which can be potentially influenced
by an outside input. If any of these tainted variables take part in command execution prior to their
sanitization, the analyser warns the developer. The program can then be redesigned to sanitize the
input and therefore suppress a possible future security breach.

IMPLEMENTATION

As noted above, taint analysis, a form of information-flow analysis, establishes whether values from
untrusted methods and parameters may flow into security-sensitive operations [2]. This use of data
flow information to determine possible paths which an attacker can misuse is called taint propagation.

The goal of this work is to construct such a static taint analyser that detects SQL injection vulnera-
bilities. A program that has an exploitable SQL injection vulnerability contains a data flow path from
user supplied inputs to a method parsing SQL commands. The task of the analyser is to find such
a vulnerable path. This section describes our implementation of the analyser.



3.1 GATHERING COMPILER INFORMATION

In order to perform analysis, the analyser uses syntactic and semantic information about the program
code being analysed. In our case, this information is obtained through the APIs offered by the Roslyn
compiler. Project Roslyn is a Microsoft developed set of APIs for exposing C# and Visual Basic .Net
compilers as services [4].

In particular, the Roslyn compiler exposes abstract syntax trees (AST) as a representation of a program
code structure. Moreover, the APIs contain a semantic service which allows one to gather semantic
information about individual nodes of ASTs.

3.2 PROGRAM FLOW REPRESENTATION

Our implementation of the analyser works on a flow representation of program code called a control
flow graph. It is a directed graph that represents paths that a program can traverse during its execution.
The analyser uses an adjacency-list representation of the control flow graph which is suitable for
a sparse graph representation [5]. Each control flow graph vertex is called a basic block and contains
one or more flow rules.

The flow rules, determine how the program code handles concrete data flow values during a program
execution. The rules are created from AST nodes which are relevant to taint analysis. These rules can
be divided as follows [2]:

e Source rules define program locations where tainted data enter the system. This location may
be a system boundary such as an HTTP data delivering method in case of web applications.

e Sink rules define program locations that should not receive tainted data (for example, a method
that interprets SQL commands).

o Pass-through rules define program locations where tainted data are propagated further. This
can be the case of variable assignments. The left side variable of an assignment expression is
tainted by a right side tainted variable.

o Cleanse rules are similar to pass-through rules except they clean the taint mark of a variable.
These are all input validation methods. For example, a method that escapes all control charac-
ters in HTML code.

e Call and return rules define program locations where methods are called/returned.

Control flow graphs of individual methods are created from ASTs which are provided by the Roslyn
compiler API. The AST is transformed into a control flow graph by recursive deepening.

3.3 TRAVERSING CONTROL FLOW GRAPH

The task of a taint analyser is to traverse through the control flow graph visiting basic blocks and
applying flow rules on the current data context. Our implementation of the analyser uses a worklist
algorithm [6] which follows the order of data flow value changes. The worklist algorithm traverses
control flow graphs in a reverse post-order fashion, that is, a node is visited before any of its successors
has been visited.



3.4 TAINT DATA CONTEXT

The analyser keeps the context of tainted variables during the graph traversal. This context is formally
represented as a set of tainted variables. Flow rules trigger set operations and thus modify the data
context. This method of keeping the data context is called bit vector data flow analysis [6].

The flow equations for our taint analysis are as follows:

BI n is Start block
In, = L ow, otherwise (1)
pEpred(n)
Out, = fu(Iny) (2)

In the above, n is the current basic block being traversed and pred(n) are predecessor blocks of n. BI
is the information that is available at the Start block of the control flow graph. In, and Out, are data
flow variables whose values are being defined by the data flow equations. The flow function f; is the
transformation effected by the basic block 7 on data flow values.

3.5 INTERPROCEDURAL ANALYSIS

To increase precision of the analysis, our analyser performs the computation across program method
boundaries. This is called an interprocedural analysis [6]. Our solution uses a value-based whole
program analysis. This approach directly computes the data flow information and propagates the
inherited data flow information from callers to callees and the synthesized data flow information from
callees to callers.

4 CONCLUSION

This paper describes the construction of a static analyser based on the Roslyn compiler syntax and
semantic services. Firstly, the analyser constructs control flow graphs of individual program methods.
Then it uses the worklist algorithm to traverse the control flow graphs and applies flow rules on the
data context.
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